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This data set contains information about car sales to predict the price of a car given a set of data. This information contains the price, year, model, odometer reading, and other values. The data set can be found here: <https://www.kaggle.com/datasets/deepcontractor/car-price-prediction-challenge>

### Load the data & package

library(e1071)  
df <- read.csv("car\_price\_prediction.csv", header = TRUE)  
str(df)

## 'data.frame': 19237 obs. of 18 variables:  
## $ ID : int 45654403 44731507 45774419 45769185 45809263 45802912 45656768 45816158 45641395 45756839 ...  
## $ Price : int 13328 16621 8467 3607 11726 39493 1803 549 1098 26657 ...  
## $ Levy : chr "1399" "1018" "-" "862" ...  
## $ Manufacturer : chr "LEXUS" "CHEVROLET" "HONDA" "FORD" ...  
## $ Model : chr "RX 450" "Equinox" "FIT" "Escape" ...  
## $ Prod..year : int 2010 2011 2006 2011 2014 2016 2010 2013 2014 2007 ...  
## $ Category : chr "Jeep" "Jeep" "Hatchback" "Jeep" ...  
## $ Leather.interior: chr "Yes" "No" "No" "Yes" ...  
## $ Fuel.type : chr "Hybrid" "Petrol" "Petrol" "Hybrid" ...  
## $ Engine.volume : chr "3.5" "3" "1.3" "2.5" ...  
## $ Mileage : chr "186005 km" "192000 km" "200000 km" "168966 km" ...  
## $ Cylinders : num 6 6 4 4 4 4 4 4 4 6 ...  
## $ Gear.box.type : chr "Automatic" "Tiptronic" "Variator" "Automatic" ...  
## $ Drive.wheels : chr "4x4" "4x4" "Front" "4x4" ...  
## $ Doors : chr "04-May" "04-May" "04-May" "04-May" ...  
## $ Wheel : chr "Left wheel" "Left wheel" "Right-hand drive" "Left wheel" ...  
## $ Color : chr "Silver" "Black" "Black" "White" ...  
## $ Airbags : int 12 8 2 0 4 4 12 12 12 12 ...

### Data cleaning

First, we have to clean the data. Some columns are unnecessary, which is why we are going to throw them out. Some contain numbers followed by characters, which is why we have to convert them first to just numbers.

We throw out columns “ID”, “Levy”, and “Engine volume”, since they don’t help us much in predicting the car price.

df <- df[, c(2,6,7,8,9,11,12,13,14,15,16,17,18)]  
str(df)

## 'data.frame': 19237 obs. of 13 variables:  
## $ Price : int 13328 16621 8467 3607 11726 39493 1803 549 1098 26657 ...  
## $ Prod..year : int 2010 2011 2006 2011 2014 2016 2010 2013 2014 2007 ...  
## $ Category : chr "Jeep" "Jeep" "Hatchback" "Jeep" ...  
## $ Leather.interior: chr "Yes" "No" "No" "Yes" ...  
## $ Fuel.type : chr "Hybrid" "Petrol" "Petrol" "Hybrid" ...  
## $ Mileage : chr "186005 km" "192000 km" "200000 km" "168966 km" ...  
## $ Cylinders : num 6 6 4 4 4 4 4 4 4 6 ...  
## $ Gear.box.type : chr "Automatic" "Tiptronic" "Variator" "Automatic" ...  
## $ Drive.wheels : chr "4x4" "4x4" "Front" "4x4" ...  
## $ Doors : chr "04-May" "04-May" "04-May" "04-May" ...  
## $ Wheel : chr "Left wheel" "Left wheel" "Right-hand drive" "Left wheel" ...  
## $ Color : chr "Silver" "Black" "Black" "White" ...  
## $ Airbags : int 12 8 2 0 4 4 12 12 12 12 ...

We check how many NA rows there are.

sapply(df, function(x) sum(is.na(x)==TRUE))

## Price Prod..year Category Leather.interior   
## 0 0 0 0   
## Fuel.type Mileage Cylinders Gear.box.type   
## 0 0 0 0   
## Drive.wheels Doors Wheel Color   
## 0 0 0 0   
## Airbags   
## 0

None, that’s great.

For simplicity reasons, we are going to rename some of the columns, as their names are too unnecessarily long.

names(df)[2] <- "Year"  
names(df)[4] <- "Leather"  
names(df)[5] <- "Fuel"  
names(df)[8] <- "Gearbox"  
names(df)[9] <- "Drivetrain"  
str(df)

## 'data.frame': 19237 obs. of 13 variables:  
## $ Price : int 13328 16621 8467 3607 11726 39493 1803 549 1098 26657 ...  
## $ Year : int 2010 2011 2006 2011 2014 2016 2010 2013 2014 2007 ...  
## $ Category : chr "Jeep" "Jeep" "Hatchback" "Jeep" ...  
## $ Leather : chr "Yes" "No" "No" "Yes" ...  
## $ Fuel : chr "Hybrid" "Petrol" "Petrol" "Hybrid" ...  
## $ Mileage : chr "186005 km" "192000 km" "200000 km" "168966 km" ...  
## $ Cylinders : num 6 6 4 4 4 4 4 4 4 6 ...  
## $ Gearbox : chr "Automatic" "Tiptronic" "Variator" "Automatic" ...  
## $ Drivetrain: chr "4x4" "4x4" "Front" "4x4" ...  
## $ Doors : chr "04-May" "04-May" "04-May" "04-May" ...  
## $ Wheel : chr "Left wheel" "Left wheel" "Right-hand drive" "Left wheel" ...  
## $ Color : chr "Silver" "Black" "Black" "White" ...  
## $ Airbags : int 12 8 2 0 4 4 12 12 12 12 ...

We are going to check, how many unique values the column “Leather” seats has.

unique(df$Leather)

## [1] "Yes" "No"

There is no need for further changing this column.

We will need to cut off the “km” after the mileage, to make it into an integer value.

df$Mileage[1:10]

## [1] "186005 km" "192000 km" "200000 km" "168966 km" "91901 km" "160931 km"  
## [7] "258909 km" "216118 km" "398069 km" "128500 km"

df$Mileage <- gsub(" .\*","",df$Mileage)  
df$Mileage[1:10]

## [1] "186005" "192000" "200000" "168966" "91901" "160931" "258909" "216118"  
## [9] "398069" "128500"

Now, we transform it to integer values.

df <- transform(df, Mileage = as.integer(Mileage))  
str(df)

## 'data.frame': 19237 obs. of 13 variables:  
## $ Price : int 13328 16621 8467 3607 11726 39493 1803 549 1098 26657 ...  
## $ Year : int 2010 2011 2006 2011 2014 2016 2010 2013 2014 2007 ...  
## $ Category : chr "Jeep" "Jeep" "Hatchback" "Jeep" ...  
## $ Leather : chr "Yes" "No" "No" "Yes" ...  
## $ Fuel : chr "Hybrid" "Petrol" "Petrol" "Hybrid" ...  
## $ Mileage : int 186005 192000 200000 168966 91901 160931 258909 216118 398069 128500 ...  
## $ Cylinders : num 6 6 4 4 4 4 4 4 4 6 ...  
## $ Gearbox : chr "Automatic" "Tiptronic" "Variator" "Automatic" ...  
## $ Drivetrain: chr "4x4" "4x4" "Front" "4x4" ...  
## $ Doors : chr "04-May" "04-May" "04-May" "04-May" ...  
## $ Wheel : chr "Left wheel" "Left wheel" "Right-hand drive" "Left wheel" ...  
## $ Color : chr "Silver" "Black" "Black" "White" ...  
## $ Airbags : int 12 8 2 0 4 4 12 12 12 12 ...

Let’s check the maximum value of mileage.

max(df$Mileage)

## [1] 2147483647

length(df$Mileage[df$Mileage > 500000])

## [1] 258

We see that 2147483647 is a very unrealistic number of kilometers. There are 258 observations with a mileage of over 500,000 kilometers, which is why we will throw them out.

df <- df[df$Mileage < 500000,]

We can check the same for the price.

max(df$Price)

## [1] 26307500

length(df$Price[df$Price > 200000])

## [1] 13

These unrealistically high values will negatively impact our data, which is why we will throw everything over 200,000 out.

df <- df[df$Price < 200000,]

We will also change Cylinders to integer values.

df <- transform(df, Cylinders = as.integer(Cylinders))  
str(df)

## 'data.frame': 18963 obs. of 13 variables:  
## $ Price : int 13328 16621 8467 3607 11726 39493 1803 549 1098 26657 ...  
## $ Year : int 2010 2011 2006 2011 2014 2016 2010 2013 2014 2007 ...  
## $ Category : chr "Jeep" "Jeep" "Hatchback" "Jeep" ...  
## $ Leather : chr "Yes" "No" "No" "Yes" ...  
## $ Fuel : chr "Hybrid" "Petrol" "Petrol" "Hybrid" ...  
## $ Mileage : int 186005 192000 200000 168966 91901 160931 258909 216118 398069 128500 ...  
## $ Cylinders : int 6 6 4 4 4 4 4 4 4 6 ...  
## $ Gearbox : chr "Automatic" "Tiptronic" "Variator" "Automatic" ...  
## $ Drivetrain: chr "4x4" "4x4" "Front" "4x4" ...  
## $ Doors : chr "04-May" "04-May" "04-May" "04-May" ...  
## $ Wheel : chr "Left wheel" "Left wheel" "Right-hand drive" "Left wheel" ...  
## $ Color : chr "Silver" "Black" "Black" "White" ...  
## $ Airbags : int 12 8 2 0 4 4 12 12 12 12 ...

For some reason, the doors have “May” and “Mar” attached to them. We will get rid of them and change it to integer values.

unique(df$Doors)

## [1] "04-May" "02-Mar" ">5"

length(df$Doors[df$Doors == ">5"])

## [1] 125

df$Model[df$Doors == ">5"][1:20]

## NULL

After looking closer into rows where doors are “>5”, we see that this is most likely just an error, so we will throw these rows out. It is just 128 out of over 19,000 rows, so it won’t affect our results.

df <- df[!(df$Doors == ">5"),]

We are now going to take out the -Mar and -May, and convert it to integer values

df$Doors <- gsub("-.\*","",df$Doors)  
df$Doors <- gsub("0","",df$Doors)  
df$Doors[1:10]

## [1] "4" "4" "4" "4" "4" "4" "4" "4" "4" "4"

df <- transform(df, Doors = as.integer(Doors))  
str(df)

## 'data.frame': 18838 obs. of 13 variables:  
## $ Price : int 13328 16621 8467 3607 11726 39493 1803 549 1098 26657 ...  
## $ Year : int 2010 2011 2006 2011 2014 2016 2010 2013 2014 2007 ...  
## $ Category : chr "Jeep" "Jeep" "Hatchback" "Jeep" ...  
## $ Leather : chr "Yes" "No" "No" "Yes" ...  
## $ Fuel : chr "Hybrid" "Petrol" "Petrol" "Hybrid" ...  
## $ Mileage : int 186005 192000 200000 168966 91901 160931 258909 216118 398069 128500 ...  
## $ Cylinders : int 6 6 4 4 4 4 4 4 4 6 ...  
## $ Gearbox : chr "Automatic" "Tiptronic" "Variator" "Automatic" ...  
## $ Drivetrain: chr "4x4" "4x4" "Front" "4x4" ...  
## $ Doors : int 4 4 4 4 4 4 4 4 4 4 ...  
## $ Wheel : chr "Left wheel" "Left wheel" "Right-hand drive" "Left wheel" ...  
## $ Color : chr "Silver" "Black" "Black" "White" ...  
## $ Airbags : int 12 8 2 0 4 4 12 12 12 12 ...

Factorizing all chr data

df$Category <- factor(df$Category)  
df$Leather <- factor(df$Leather)  
df$Fuel <- factor(df$Fuel)  
df$Gearbox <- factor(df$Gearbox)  
df$Drivetrain <- factor(df$Drivetrain)  
df$Wheel <- factor(df$Wheel)  
df$Color <- factor(df$Color)  
  
str(df)

## 'data.frame': 18838 obs. of 13 variables:  
## $ Price : int 13328 16621 8467 3607 11726 39493 1803 549 1098 26657 ...  
## $ Year : int 2010 2011 2006 2011 2014 2016 2010 2013 2014 2007 ...  
## $ Category : Factor w/ 11 levels "Cabriolet","Coupe",..: 5 5 4 5 4 5 4 10 10 5 ...  
## $ Leather : Factor w/ 2 levels "No","Yes": 2 1 1 2 2 2 2 2 2 2 ...  
## $ Fuel : Factor w/ 7 levels "CNG","Diesel",..: 3 6 6 3 6 2 3 6 3 6 ...  
## $ Mileage : int 186005 192000 200000 168966 91901 160931 258909 216118 398069 128500 ...  
## $ Cylinders : int 6 6 4 4 4 4 4 4 4 6 ...  
## $ Gearbox : Factor w/ 4 levels "Automatic","Manual",..: 1 3 4 1 1 1 1 1 1 1 ...  
## $ Drivetrain: Factor w/ 3 levels "4x4","Front",..: 1 1 2 1 2 2 2 2 2 1 ...  
## $ Doors : int 4 4 4 4 4 4 4 4 4 4 ...  
## $ Wheel : Factor w/ 2 levels "Left wheel","Right-hand drive": 1 1 2 1 1 1 1 1 1 1 ...  
## $ Color : Factor w/ 16 levels "Beige","Black",..: 13 2 2 15 13 15 15 8 2 13 ...  
## $ Airbags : int 12 8 2 0 4 4 12 12 12 12 ...

### Train and Test sets

Divide into train and test sets

set.seed(1234)  
spec <- c(train=.6, test=.2, validate=.2)  
i <- sample(cut(1:nrow(df), nrow(df)\*cumsum(c(0,spec)), labels=names(spec)))  
train <- df[i=="train",]  
test <- df[i=="test",]  
vald <- df[i=="validate",]

### Data Exploration of Training Data

First, we will explore the training data statistically and graphically

print(paste("Number of Rows: ", nrow(train)))

## [1] "Number of Rows: 11302"

print(paste("Average price: ", mean(train$Price)))

## [1] "Average price: 17312.4615997169"

print(paste("Median price: ", median(train$Price)))

## [1] "Median price: 13328"

print(paste("Average mileage: ", mean(train$Mileage)))

## [1] "Average mileage: 135654.299681472"

print(paste("Median mileage: ", median(train$Mileage)))

## [1] "Median mileage: 125000"

print(paste("Avergae number of airbags: ", mean(train$Airbags)))

## [1] "Avergae number of airbags: 6.58308264024067"

print(paste("Median number of airbags: ", median(train$Airbags)))

## [1] "Median number of airbags: 6"

This seems like pretty realist data for car sales.

Now, we’ll plot the car price and mileage, to see if there is some obvious correlation.

plot(train$Price ~ train$Mileage, xlab = "Car Mileage", ylab = "Car Price", yaxt = "n", xaxt="n", col = 3, pch = 19)  
xTicks = axTicks(1)  
yTicks = axTicks(2)  
axis(1, at=xTicks, labels = paste(formatC(xTicks / 1000, format = 'd'), 'k', sep = ' '))  
axis(2, at=yTicks, labels = paste(formatC(yTicks / 1000, format = 'd'), 'k', sep = ' '))  
abline(lm(train$Price ~ train$Mileage), col = 2)
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As expected, the price goes down if the mileage goes up. Let’s take a closer look at that.

We will group the cars into their production years.

colors <- c("#2EFF00", #green: before 1980  
 "#FF0000", #red: between 1980 - 1999  
 "#FFFB00", #yellow between 2000 - 2014  
 "#000CFF" #blue from 2015  
 )  
  
yrs <- train$Year  
group <- ifelse(yrs < 1980, 1, ifelse(yrs < 2000, 2, ifelse(yrs < 2015, 3, 4)))  
  
  
plot(train$Price ~ train$Mileage, xlab = "Car Mileage", ylab = "Car Price", yaxt = "n", xaxt="n", col=colors[group], pch = 19, ylim=c(0,50000))  
xTicks = axTicks(1)  
yTicks = axTicks(2)  
axis(1, at=xTicks, labels = paste(formatC(xTicks / 1000, format = 'd'), 'k', sep = ' '))  
axis(2, at=yTicks, labels = paste(formatC(yTicks / 1000, format = 'd'), 'k', sep = ' '))  
abline(lm(train$Price ~ train$Mileage), col = 1)  
  
legend("topright", legend=c("Before 1980", "1980 - 1999", "2000 - 2014", "from 2015"), pch = 19, col=colors)
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This shows us that cars with a production year after 2014 will tend to be more expensive and have less kilometers. Cars that are over 20 years old are in the lower third of the prices. Cars older than 42 are not seen at all in this graph.

length(train$Year[train$Year < 1980])

## [1] 13

No surprise, there is only 20 cars in our training data set that is built before 1980.

Now, let’s look at cars with a value of 50 - 200k.

colors <- c("#2EFF00", #green: before 1980  
 "#FF0000", #red: between 1980 - 1999  
 "#FFFB00", #yellow between 2000 - 2014  
 "#000CFF" #blue from 2015  
 )  
  
yrs <- train$Year  
group <- ifelse(yrs < 1980, 1, ifelse(yrs < 2000, 2, ifelse(yrs < 2015, 3, 4)))  
  
  
plot(train$Price ~ train$Mileage, xlab = "Car Mileage", ylab = "Car Price", yaxt = "n", xaxt="n", col=colors[group], pch = 19, ylim=c(50000,200000))  
xTicks = axTicks(1)  
yTicks = axTicks(2)  
axis(1, at=xTicks, labels = paste(formatC(xTicks / 1000, format = 'd'), 'k', sep = ' '))  
axis(2, at=yTicks, labels = paste(formatC(yTicks / 1000, format = 'd'), 'k', sep = ' '))  
  
legend("topright", legend=c("Before 1980", "1980 - 1999", "2000 - 2014", "from 2015"), pch = 19, col=colors)
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This section is largely dominated by cars built after 2014.

colors <- c("#2EFF00", #green: before 1980  
 "#FF0000", #red: between 1980 - 1999  
 "#FFFB00", #yellow between 2000 - 2014  
 "#000CFF" #blue from 2015  
 )  
  
yrs <- train$Year  
group <- ifelse(yrs < 1980, 1, ifelse(yrs < 2000, 2, ifelse(yrs < 2015, 3, 4)))  
  
  
plot(train$Price ~ train$Mileage, xlab = "Car Mileage", ylab = "Car Price", yaxt = "n", xaxt="n", col=colors[group], pch = 19, ylim=c(0,20000))  
xTicks = axTicks(1)  
yTicks = axTicks(2)  
axis(1, at=xTicks, labels = paste(formatC(xTicks / 1000, format = 'd'), 'k', sep = ' '))  
axis(2, at=yTicks, labels = paste(formatC(yTicks / 1000, format = 'd'), 'k', sep = ' '))  
abline(lm(train$Price ~ train$Mileage), col = 1)  
legend("topright", legend=c("Before 1980", "1980 - 1999", "2000 - 2014", "from 2015"), pch = 19, col=colors)
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This plot shows cars with a price under 20,000. Again, the price goes down the more kilometers it has.

counts <- table(train$Category)  
barplot(counts, ylab = "Number of cars", xlab = "", xaxt = "n", col = 4)  
  
axis(1, labels=FALSE)  
text(x = 0:(length(counts) - 1),  
 y = -1500,  
 labels = paste(" ", names(counts)),  
 xpd = NA,  
 srt = 35,  
 cex = 1.1,  
 adj = 0)

![](data:image/png;base64,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)

## Linear Regression

lm1 <- lm(Price~., data=train)  
summary(lm1)

##   
## Call:  
## lm(formula = Price ~ ., data = train)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -41074 -8267 -1305 5918 180695   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -2.314e+06 7.194e+04 -32.167 < 2e-16 \*\*\*  
## Year 1.160e+03 3.589e+01 32.317 < 2e-16 \*\*\*  
## CategoryCoupe -3.453e+03 3.517e+03 -0.982 0.326198   
## CategoryGoods wagon -1.193e+04 3.725e+03 -3.202 0.001369 \*\*   
## CategoryHatchback -9.096e+03 3.493e+03 -2.604 0.009231 \*\*   
## CategoryJeep -1.178e+03 3.487e+03 -0.338 0.735438   
## CategoryLimousine 2.268e+04 6.180e+03 3.670 0.000243 \*\*\*  
## CategoryMicrobus -6.638e+03 3.679e+03 -1.804 0.071211 .   
## CategoryMinivan -3.640e+03 3.563e+03 -1.022 0.306981   
## CategoryPickup 3.429e+03 4.524e+03 0.758 0.448468   
## CategorySedan -9.624e+03 3.474e+03 -2.771 0.005605 \*\*   
## CategoryUniversal -1.592e+03 3.627e+03 -0.439 0.660646   
## LeatherYes -4.626e+02 4.034e+02 -1.147 0.251469   
## FuelDiesel 4.544e+03 9.963e+02 4.561 5.15e-06 \*\*\*  
## FuelHybrid -4.258e+03 1.023e+03 -4.162 3.18e-05 \*\*\*  
## FuelHydrogen -8.295e+03 1.491e+04 -0.556 0.578082   
## FuelLPG -4.164e+02 1.207e+03 -0.345 0.730231   
## FuelPetrol -1.171e+03 9.509e+02 -1.231 0.218300   
## FuelPlug-in Hybrid 8.055e+03 2.332e+03 3.455 0.000553 \*\*\*  
## Mileage -2.749e-02 1.713e-03 -16.052 < 2e-16 \*\*\*  
## Cylinders 1.558e+03 1.506e+02 10.347 < 2e-16 \*\*\*  
## GearboxManual 5.627e+03 6.932e+02 8.117 5.27e-16 \*\*\*  
## GearboxTiptronic 1.208e+04 4.222e+02 28.613 < 2e-16 \*\*\*  
## GearboxVariator 7.193e+03 7.905e+02 9.099 < 2e-16 \*\*\*  
## DrivetrainFront 2.347e+03 4.727e+02 4.964 6.99e-07 \*\*\*  
## DrivetrainRear 3.698e+03 6.036e+02 6.126 9.31e-10 \*\*\*  
## Doors 5.248e+02 4.693e+02 1.118 0.263505   
## WheelRight-hand drive -2.918e+03 6.178e+02 -4.723 2.36e-06 \*\*\*  
## ColorBlack 6.361e+00 1.736e+03 0.004 0.997076   
## ColorBlue -1.321e+03 1.788e+03 -0.739 0.459977   
## ColorBrown 1.733e+03 2.215e+03 0.782 0.434057   
## ColorCarnelian red -5.286e+02 2.264e+03 -0.233 0.815425   
## ColorGolden 1.653e+03 2.320e+03 0.712 0.476187   
## ColorGreen 5.683e+02 2.047e+03 0.278 0.781320   
## ColorGrey 8.759e+02 1.760e+03 0.498 0.618758   
## ColorOrange 1.793e+03 2.365e+03 0.758 0.448350   
## ColorPink 1.476e+03 5.041e+03 0.293 0.769722   
## ColorPurple -2.964e+03 3.746e+03 -0.791 0.428836   
## ColorRed -2.085e+03 1.876e+03 -1.112 0.266258   
## ColorSilver -1.195e+03 1.740e+03 -0.687 0.492186   
## ColorSky blue 2.171e+03 2.435e+03 0.891 0.372704   
## ColorWhite 2.125e+02 1.738e+03 0.122 0.902674   
## ColorYellow 1.246e+03 2.465e+03 0.506 0.613153   
## Airbags -5.237e+02 3.690e+01 -14.192 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 14870 on 11258 degrees of freedom  
## Multiple R-squared: 0.2985, Adjusted R-squared: 0.2958   
## F-statistic: 111.4 on 43 and 11258 DF, p-value: < 2.2e-16

pred <- predict(lm1, newdata = test)  
cor\_lm1 <- cor(pred, test$Price)  
mse\_lm1 <- mean((pred - test$Price) ^2)  
  
print(paste("cor=", cor\_lm1))

## [1] "cor= 0.525781076156056"

print(paste("mse=", mse\_lm1))

## [1] "mse= 193424474.691449"

## Linear Kernel

We will have to use smaller data samples, otherwise my computer won’t be able to compute the following models. SVM with 11000 observations takes about 8 minutes. Tuning couldn’t even finish, it reached the maximum number of iterations.

trainsmall <- head(train, 2000)  
testsmall <- head(test, 500)  
valdsmall <- head(vald, 500)  
svm1 <- svm(Price~., data=trainsmall, kernel="linear", cost=10, scale=TRUE)  
summary(svm1)

##   
## Call:  
## svm(formula = Price ~ ., data = trainsmall, kernel = "linear", cost = 10,   
## scale = TRUE)  
##   
##   
## Parameters:  
## SVM-Type: eps-regression   
## SVM-Kernel: linear   
## cost: 10   
## gamma: 0.02272727   
## epsilon: 0.1   
##   
##   
## Number of Support Vectors: 1681

pred <- predict(svm1, newdata=testsmall)  
cor\_svm1 <- cor(pred, testsmall$Price)  
mse\_svm1 <- mean((pred - testsmall$Price) ^2)  
print(paste("cor=", cor\_svm1))

## [1] "cor= 0.523067369892093"

print(paste("mse=", mse\_svm1))

## [1] "mse= 168603894.790165"

### Tune

tune\_svm1 <- tune(svm, Price~. , data=valdsmall, kernel="linear", ranges=list(cost=c(0.001, 0.01, 0.1, 1, 5, 10, 100)))  
summary(tune\_svm1)

##   
## Parameter tuning of 'svm':  
##   
## - sampling method: 10-fold cross validation   
##   
## - best parameters:  
## cost  
## 0.1  
##   
## - best performance: 243940906   
##   
## - Detailed performance results:  
## cost error dispersion  
## 1 1e-03 291937015 116926804  
## 2 1e-02 255949493 98456449  
## 3 1e-01 243940906 87934321  
## 4 1e+00 250391135 84300344  
## 5 5e+00 251851422 84202646  
## 6 1e+01 251873175 84248854  
## 7 1e+02 252067005 84415121

### Evaluate on best linear svm

pred <- predict(tune\_svm1$best.model, newdata = testsmall)  
cor\_svm1\_tune <- cor(pred, testsmall$Price)  
mse\_svm1\_tune <- mean((pred - testsmall$Price) ^2)  
print(paste("cor=", cor\_svm1\_tune))

## [1] "cor= 0.514899488912912"

print(paste("mse=", mse\_svm1\_tune))

## [1] "mse= 176416898.639076"

## Polynomial Kernel

svm2 <- svm(Price~., data=trainsmall, kernel="polynomial", cost=10, scale = TRUE)  
summary(svm2)

##   
## Call:  
## svm(formula = Price ~ ., data = trainsmall, kernel = "polynomial",   
## cost = 10, scale = TRUE)  
##   
##   
## Parameters:  
## SVM-Type: eps-regression   
## SVM-Kernel: polynomial   
## cost: 10   
## degree: 3   
## gamma: 0.02272727   
## coef.0: 0   
## epsilon: 0.1   
##   
##   
## Number of Support Vectors: 1577

pred <- predict(svm2, newdata = testsmall)  
cor\_svm2 <- cor(pred, testsmall$Price)  
mse\_svm2 <- mean((pred - testsmall$Price) ^2)  
print(paste("cor=", cor\_svm2))

## [1] "cor= 0.630556779356833"

print(paste("mse=", mse\_svm2))

## [1] "mse= 144990455.730843"

### Tune

tune\_svm2 <- tune(svm, Price~. , data=valdsmall, kernel="polynomial", ranges=list(cost=c(0.001, 0.01, 0.1, 1, 5, 10, 100)))  
summary(tune\_svm2)

##   
## Parameter tuning of 'svm':  
##   
## - sampling method: 10-fold cross validation   
##   
## - best parameters:  
## cost  
## 100  
##   
## - best performance: 213861004   
##   
## - Detailed performance results:  
## cost error dispersion  
## 1 1e-03 320540535 136272664  
## 2 1e-02 320311942 136284675  
## 3 1e-01 317341143 135655312  
## 4 1e+00 302912094 132070005  
## 5 5e+00 275978709 123209232  
## 6 1e+01 261143097 119429034  
## 7 1e+02 213861004 90454855

### Evaluate on best linear svm

pred <- predict(tune\_svm2$best.model, newdata = testsmall)  
cor\_svm2\_tune <- cor(pred, testsmall$Price)  
mse\_svm2\_tune <- mean((pred - testsmall$Price) ^2)  
print(paste("cor=", cor\_svm2\_tune))

## [1] "cor= 0.474380238754904"

print(paste("mse=", mse\_svm2\_tune))

## [1] "mse= 237326314.430851"

The pre-tuned polynomial svm was better, as this used a 100 cost.

## Radial Kernel

svm3 <- svm(Price~., data=trainsmall, kernel="radial", cost=10, scale=TRUE)  
summary(svm3)

##   
## Call:  
## svm(formula = Price ~ ., data = trainsmall, kernel = "radial", cost = 10,   
## scale = TRUE)  
##   
##   
## Parameters:  
## SVM-Type: eps-regression   
## SVM-Kernel: radial   
## cost: 10   
## gamma: 0.02272727   
## epsilon: 0.1   
##   
##   
## Number of Support Vectors: 1545

pred <- predict(svm3, newdata = testsmall)  
cor\_svm3 <- cor(pred, testsmall$Price)  
mse\_svm3 <- mean((pred - testsmall$Price) ^2)  
print(paste("cor=", cor\_svm3))

## [1] "cor= 0.695253196627123"

print(paste("mse=", mse\_svm3))

## [1] "mse= 121875946.04193"

### Tune hyperperameters

set.seed(1234)  
tune.out <- tune(svm, Price~., data=valdsmall, kernel="radial", ranges=list(cost=c(0.1,1,10,100,1000), gamma=c(0.5,1,2,3,4)))  
summary(tune.out)

##   
## Parameter tuning of 'svm':  
##   
## - sampling method: 10-fold cross validation   
##   
## - best parameters:  
## cost gamma  
## 10 0.5  
##   
## - best performance: 231031179   
##   
## - Detailed performance results:  
## cost gamma error dispersion  
## 1 1e-01 0.5 283015990 136824406  
## 2 1e+00 0.5 231051545 108956205  
## 3 1e+01 0.5 231031179 95218483  
## 4 1e+02 0.5 260025782 87163389  
## 5 1e+03 0.5 326759443 107199292  
## 6 1e-01 1.0 298952988 139496002  
## 7 1e+00 1.0 264247251 126884496  
## 8 1e+01 1.0 261324505 107294508  
## 9 1e+02 1.0 281453741 115982248  
## 10 1e+03 1.0 291186053 119750273  
## 11 1e-01 2.0 308238712 139883449  
## 12 1e+00 2.0 287127710 135662818  
## 13 1e+01 2.0 289350276 120019813  
## 14 1e+02 2.0 297547565 124749814  
## 15 1e+03 2.0 340410786 167685428  
## 16 1e-01 3.0 310659591 139726767  
## 17 1e+00 3.0 293328952 137420818  
## 18 1e+01 3.0 294832705 122836759  
## 19 1e+02 3.0 300934235 125455587  
## 20 1e+03 3.0 321178042 140717663  
## 21 1e-01 4.0 311989519 139798836  
## 22 1e+00 4.0 295660969 137445722  
## 23 1e+01 4.0 296308605 123324026  
## 24 1e+02 4.0 306084624 127537743  
## 25 1e+03 4.0 311877424 131280533

Cost = 10 and gamma = 0.5 shows clearly the lowest error and dispersion.

svm4 <- svm(Price~., data=trainsmall, kernel="radial", cost=10, gamma=0.5, scale=TRUE)  
summary(svm4)

##   
## Call:  
## svm(formula = Price ~ ., data = trainsmall, kernel = "radial", cost = 10,   
## gamma = 0.5, scale = TRUE)  
##   
##   
## Parameters:  
## SVM-Type: eps-regression   
## SVM-Kernel: radial   
## cost: 10   
## gamma: 0.5   
## epsilon: 0.1   
##   
##   
## Number of Support Vectors: 1556

pred <- predict(svm4, newdata = testsmall)  
cor\_svm4 <- cor(pred, testsmall$Price)  
mse\_svm4 <- mean((pred - testsmall$Price) ^2)  
print(paste("cor=", cor\_svm4))

## [1] "cor= 0.728147563806647"

print(paste("mse=", mse\_svm4))

## [1] "mse= 110893534.092218"

## Analysis

The Radial Kernel with tuned hyperparameters will give us the best result of 0.72 correlation. The second best was the polynomial kernel with 0.63, and third was the linear kernel with 0.52. Linear Regression was as good as the linear kernel SVM.

Looking at the data provided, it was obvious that the radial kernel would outperform the other ones. The data is very cluttered and is not at all linearly separable. This is why the linear kernel didn’t work well. The polynomial was definitely better, but still couldn’t perfectly handle our messy data.

Therefore, the radial was best in this case. With a very big difference to the linear regression.